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Introduction

This tutorial describes how you can connect One Identity Safeguard for Privileged Sessions (SPS) and your Hashicorp Vault with a Credential Store Plugin.

SPS can interact with Hashicorp Vault and can automatically retrieve the password or SSH key of the target host to form a comprehensive Privileged Access Management solution to protect critical assets and meet compliance requirements.
Technical requirements

To successfully connect SPS with Hashicorp Vault, you need the following components:

- A valid, working Hashicorp Vault server or cluster of servers with the following configuration:
  - In case of explicit authentication:
    A proxy user must be created on the Hashicorp Vault that has access to the secrets holding passwords and keys. The plugin will be using this "proxy user" to access Hashicorp Vault.
  - In case of gateway-based authentication:
    SPS reuses the username/password from the gateway authentication to authenticate on the Hashicorp Vault. This requires password-based gateway authentication on SPS and that the same user is available on the Hashicorp Vault with the same password, and has access to the secrets holding passwords and keys. The best way is to use an LDAP/AD-based authentication backend.

- A SPS appliance (virtual or physical), at least version 6.2.0.

- A Credential Store plugin for Hashicorp Vault.
  SPS uses plugins to interact with third-party credential stores and password vaults. One Identity provides the sample Hashicorp Vault plugin free of charge, and provides help to customize it for your environment.
How SPS and Hashicorp Vault work together

Authentication:
The plugin can use either explicit or gateway-based credentials.

- In case of explicit authentication:
  A proxy user must be created on the Hashicorp Vault that has access to the secrets holding passwords and keys. The plugin will be using this "proxy user" to access Hashicorp Vault.

- In case of gateway-based authentication:
  SPS reuses the username/password from the gateway authentication to authenticate on the Hashicorp Vault. This requires password-based gateway authentication on SPS and that the same user is available on the Hashicorp Vault with the same password, and has access to the secrets holding passwords and keys. The best way is to use an LDAP/AD-based authentication backend.

Secret lookup:
Interactive scenario: If the secrets in Hashicorp are stored in an unstructured way, SPS will have to retrieve the path to the secret from the end-user.

Alternatively, you can pass the vault path to the plugin by including vp= in the username. For example: vp=secret/linux/webserver/root@gu@exampleusername@root

The proxy will tokenize the above username by the @ delimiter, and parse out the following information:

- Target username: root
- Gateway username: exampleusername
- Vault path: secret/linux/webserver/root

Automatic scenario: If the secrets are organized around server user names in Hashicorp Vault, then the path to the secret is generated from configuration and the server user name.
Hashicorp Vault scenarios

The following scenarios are the most common methods to use SPS and Hashicorp Vault together.

Interactive scenario

If the data in Hashicorp is stored in an unstructured way, SPS will have to retrieve the path to the secret from the end-user. This is done in the following way:

1. Configure an Authentication and Authorization (AA) plugin (for example, Okta). For details on configuring the plugin, see the respective plugin documentation.
2. Make sure to configure the question_1 parameter in that AA plugin the following way:

   ```
   [question_1]
   prompt=Enter the path to the secret that you want to retrieve from Hashicorp.
   key=vp
   disable_echo=no
   ```

   You can change the prompt message in the prompt parameter, but make sure that you enter vp as the value of key.
3. As a result, the Hashicorp Vault plugin can now retrieve the compound path (described in secrets_path) from the previously configured AA plugin. Therefore, in the Interactive scenario, you do not have to configure the secrets_path parameter.
4. Configure the key_field and the password_field options of the Hashicorp Vault plugin. The plugin will retrieve the password or the key from these fields of the compound path that the user provides.
5. Configure the default_type option of the Hashicorp Vault plugin to set which type of credential the plugin should retrieve by default.
6. Note that when users enter the path to the secret, they can customize the path the following way to override the configuration of the plugin:

   - If the default_type is set, but the user wants to authenticate with another credential type (password instead of key, or key instead of password), the user can specify the credential type to use in the prompt.

   For password authentication, use the password:// or p:// prefix, for example:

   ```
   password://my/secrets
   ```

   For public key authentication, use the key:// or k:// prefix, for example:
By default, the plugin retrieves the password or the key from the field set in the `password_field` or the `key_field` options. To retrieve the secret from a different field, append the name of the new field to the compound path after a hashtag (#) character, for example:

```
my/secrets#mysecretfield
```

The previous methods can be combined. The following example overrides both the credential type and the field name.

```
key://my/secrets#mysecretfield
```

If the path to the endpoint contains a literal slash (/) or hashmark (#) character, double this character. For example, if the path is `secrets/my#endpoint`, use `secrets/my##endpoint` to escape the special character.

## Automatic scenario

In Hashicorp Vault, there is an endpoint under which the user names and passwords are stored as secrets. For example, `secrets/users`. The server username is then appended by the plugin to the path on-the-fly. This compound path points to an object that has the password or key as one of its fields.

For this scenario, you must configure the following parameters in the `[engine-kv-v1]` section:

- `secrets_path`
- `key_field`
- `password_field`
This section describes the available options of the SPS Hashicorp Vault plugin.

The plugin uses an ini-style configuration file with sections and name=value pairs. This format consists of sections, led by a [section] header and followed by name=value entries. Note that the leading whitespace is removed from values. The values can contain format strings, which refer to other values in the same section. For example, the following section would resolve the %%(dir)s value to the value of the dir entry (/var in this case).

```
[section name]
dirname=%(dir)s/mydirectory
dir=/var
```

All reference expansions are done on demand. Lines beginning with # or ; are ignored and may be used to provide comments.

You can edit the configuration file from the SPS web interface. The following code snippet is a sample configuration file.

```
[hashicorp]
address=<address>
port=8200
authentication_method=<authentication_method>
use_credential=explicit
username=<username>
password=<password>

[engine-kv-v1]
secrets_path=<path>
key_field=key
password_field=password
delimiter=

[tls]
ca_cert = $[{trusted-ca-list-name}]

[credential_store]
name=<name-of-credential-store-policy-that-hosts-sensitive-data>

[logging]
log_level=info

[https_proxy]
server=<proxy-server-name-or-ip>
port=3128
```
[hashicorp]

This section contains the options related to your Hashicorp Vault account.

[hashicorp]
address=<address>
port=8200
authentication_method=<authentication_method>
use_credential=gateway
username=<username>
password=<password>

address

Type: string
Required: no
Default: N/A

Description: The address or hostname of the Hashicorp Vault. Separate more than one addresses with a comma (,).

port

Type: integer
Required: no
Default: 8200

Description: The port number of the Hashicorp Vault.

authentication_method

Type: string
Required: no
Default: N/A

Description: The authentication method to use to connect to the Hashicorp Vault. The value can be one of the following: ldap or userpass.
use_credential

<table>
<thead>
<tr>
<th>Type:</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>no</td>
</tr>
<tr>
<td>Default:</td>
<td>gateway</td>
</tr>
</tbody>
</table>

*Description:* The credential type to use. The value can be one of the following: explicit or gateway.

If you use the explicit credential type, you must also configure the `username` and `password` parameters.

username

<table>
<thead>
<tr>
<th>Type:</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>If you have configured the <code>use_credential</code> parameter as explicit</td>
</tr>
<tr>
<td>Default:</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Description:* The username used to authenticate to the Hashicorp Vault.

password

<table>
<thead>
<tr>
<th>Type:</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>If you have configured the <code>use_credential</code> parameter as explicit</td>
</tr>
<tr>
<td>Default:</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Description:* The password used to authenticate to the Hashicorp Vault.

⚠️ **CAUTION:**

This parameter contains sensitive data. Make sure to store this data in your local Credential Store. Type the $ value for this parameter in production.

For details, see Store sensitive plugin data securely.

Only enter a value different than $ for this parameter in the configuration for testing purposes in a secure, non-production environment.

[engine-kv-v1]

This section contains the options related to your Hashicorp Vault account.
[engine-kv-v1]
secrets_path=<path>
key_field=key
password_field=password
default_type=

**secrets_path**

<table>
<thead>
<tr>
<th>Type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required</td>
<td>only in Automatic scenario</td>
</tr>
<tr>
<td>Default</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Description:* The path of the endpoint under which the user names and passwords are stored as secrets. For example, secrets/users. The server username is then appended to the path on-the-fly. This compound path points to an object that has the password or key as one of its fields. You can specify the name of the field that stores the password and the key in the password_field and key_field options.

The user can override this field when using the Interactive scenario, see [Interactive scenario](#).

If the path to the endpoint contains a literal slash (/) or hashmark (#) character, double this character. For example, if the path is secrets/my#endpoint, use secrets/my##endpoint to escape the special character.

**key_field**

<table>
<thead>
<tr>
<th>Type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required</td>
<td>no</td>
</tr>
<tr>
<td>Default</td>
<td>key</td>
</tr>
</tbody>
</table>

*Description:* The value field to retrieve the SSH private key secret from.

The user can override this field when using the Interactive scenario, see [Interactive scenario](#).

**password_field**

<table>
<thead>
<tr>
<th>Type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required</td>
<td>no</td>
</tr>
<tr>
<td>Default</td>
<td>password</td>
</tr>
</tbody>
</table>
**Description:** The value field to retrieve the password secret from. This parameter is not related to the `password` parameter.

The user can override this field when using the Interactive scenario, see [Interactive scenario](#).

### default_type

<table>
<thead>
<tr>
<th>Type:</th>
<th>key</th>
<th>password</th>
<th>empty string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>no</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Default:</td>
<td>empty string</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Description:** Determines the type of credential (key or password) that the plugin retrieves from the Hashicorp Vault. If not specified, the plugin attempts to retrieve both a key and a password.

If the `default_type` is set, but the user wants to authenticate with another credential type (password instead of key, or key instead of password), the user can specify the credential type in the prompt when using the Interactive scenario by beginning the secret path with `password://` or `key://` (you can use the `p://` or `k://` abbreviations as well).

### [tls]

This section contains the options related to TLS settings.

#### Declaration

```yaml
[tls]
enabled = yes
ca_cert = $[trusted-ca-list-name]
client_cert = <client-certificate-and-key>
```

### enabled

| Type:       | boolean (yes|no) |
|-------------|----------------|
| Required:   | no             |
| Default:    | yes            |

**Description:** To disable TLS completely, enter no as the value of this parameter.
**ca_cert**

<table>
<thead>
<tr>
<th>Type:</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>no</td>
</tr>
<tr>
<td>Default:</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Description:* Configure this parameter to enable client-side verification. The certificate shown by the server will be checked with this CA.

If the value of this parameter is `$[trusted-ca-list-name]`, the certificates are retrieved from the trusted CA list configured on SPS, identified by the name.

When the certificate is inserted into the configuration file (`<ca-certificate-chain>`), it must be in PEM format and all the new lines must be indented with one whitespace. If it is a chain, insert the certificates right after each other.

**client_cert**

<table>
<thead>
<tr>
<th>Type:</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Required:</td>
<td>no</td>
</tr>
<tr>
<td>Default:</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Description:* Configure this parameter to enable server-side verification.

If the value of this parameter is $, the certificate identified by the section and option pair is retrieved from the configured Credential Store.

When the certificate is inserted into the configuration file, it must be in PEM format and all the new lines must be indented with one whitespace. Note that encrypted keys are not supported.

**[credential_store]**

This section contains settings related to storing sensitive information of the plugin.

**Declaration**

```
[credential_store]
name=<name-of-credential-store-policy-that-hosts-sensitive-data>
```
name

Type: string
Required: no
Default: N/A

Description: The name of a local Credential Store policy configured on SPS. You can use this Credential Store to store sensitive information of the plugin in a secure way (for example, the secrets_path value in the [hashicorp] section).
For details, see Store sensitive plugin data securely.

[logging]

This section contains logging-related settings.

Declaration

[logging]
log_level=info

log_level

Type: integer or string
Required: no
Default: info

Description: The logging verbosity of the plugin. The plugin sends the generated log messages to the SPS syslog system. You can check the log messages in the Basic settings > Troubleshooting > View log files section of the SPS web interface. To show only the messages generated by the plugins, filter on the plugin: string.
The possible values are:

- debug
- info
- warning
- error
- critical

For details, see Python logging API's log levels: Logging Levels.
[https_proxy]

This section contains HTTPS proxy-related settings.

Declaration

```conf
[https_proxy]
server=<proxy-server-name-or-ip>
port=3128
```

**server**

Type: string  
Required: no  
Default: N/A

*Description:* The name or IP address of the HTTPS proxy server.

**name**

Type: integer  
Required: no  
Default: 3128

*Description:* The port number of the HTTPS proxy server.
Store sensitive plugin data securely

By default, the configuration of the plugin is stored on SPS in the configuration of SPS. Make sure that you store the sensitive parameters (for example, password) of the plugin in an encrypted way.

To store sensitive plugin data securely

1. Log in to SPS, navigate to Policies > Credential Stores and create a Local Credential Store. For details, see "Configuring local Credential Stores" in the Administration Guide.

   Instead of usernames and passwords, you will store the configuration parameters of the plugin in this Credential Store.

2. Add the plugin parameters you want to store in an encrypted way to the Credential Store. You can store any configuration parameter of the plugin in the Credential Store, but note that if an option appears in the Credential Store, the plugin will use it. If the same parameter appears in the configuration of the plugin, it will be ignored.
   - Enter the name of the configuration section without the brackets in the Host field (for example, hashicorp).
   - Enter the name of the plugin parameter in the Username field (for example, password).
   - Enter the value of the plugin parameter in the Passwords field.

   Click Commit.

3. Navigate to the configuration of the plugin on the Policies > AA Plugin Configurations page.

4. In the plugin configuration file, enter the name of the local Credential Store under the [credential_store] section as the value of the name parameter.

5. Enter $ as the value of the parameter storing sensitive data.
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